#### Introduction to Linux

Linux is a [Unix-like](http://en.wikipedia.org/wiki/Unix-like) computer [operating system](http://en.wikipedia.org/wiki/Operating_system) assembled under the model of [free](http://en.wikipedia.org/wiki/Free_and_open_source_software) [and open source software](http://en.wikipedia.org/wiki/Free_and_open_source_software) development and distribution. The defining component of Linux is the [Linux kernel,](http://en.wikipedia.org/wiki/Linux_kernel) an [operating system kernel](http://en.wikipedia.org/wiki/Operating_system_kernel) first released in 1991, by [Linus Torvalds](http://en.wikipedia.org/wiki/Linus_Torvalds).

Today, Linux systems are used in every domain, from [embedded systems](http://en.wikipedia.org/wiki/Embedded_system) to [supercomputers.](http://en.wikipedia.org/wiki/Supercomputer) 90% of all cloud infrastructure is powered by Linux, including supercomputers and cloud providers. 74% of smartphones in the world are Linux-based.

#### I. FILE HANDLING UTILITIES

**cat**

**cat command concatenates files and print it on the standard output.**

#### SYNTAX:

The Syntax is

cat [OPTIONS] [FILE]...

#### OPTIONS:

|  |  |
| --- | --- |
| -A | Show all. |
| -b | Omits line numbers for blank space in the output. |
| -e | A $ character will be printed at the end of each line prior to a new line. |
| -E | Displays a $ (dollar sign) at the end of each line. |
| -n | Line numbers for all the output lines. |
| -s | If the output has multiple empty lines it replaces it with one empty line. |
| -T | Displays the tab characters in the output. |
| -v | Non-printing characters (with the exception of tabs, new-lines and form- feeds) are printed visibly. |

**EXAMPLE:**

* 1. To Create a new file: cat > file1.txt

This command creates a new file named file1.txt. Start typing the file content onto the display screen. After typing, press <ctrl>d to end and save the file.

* 1. To Append data into the file: cat >> file1.txt

To append data into the same file, use append operator >> to write into the file, else the file will be overwritten (i.e., all of its contents will be erased).

* 1. To display a file: cat file1.txt

This command displays the data in the file.

* 1. To concatenate several files and display

1. cat file1.txt file2.txt

The above cat command will concatenate the two files (file1.txt and file2.txt) and it will display the output in the screen. Sometimes the output may not fit the monitor screen. In such situation you can print those files to a new file or display the file using less command.

cat file1.txt file2.txt | less

1. To concatenate several files and to transfer the output to another file. cat file1.txt file2.txt > file3.txt

In the above example the output is redirected to new file file3.txt. The cat command will create new file file3.txt and store the concatenated output into file3.txt.

#### rm

**rm Linux command is used to remove/delete the file from the directory**

*Caution*: Always use *rm -i* not *rm*

#### SYNTAX:

The Syntax is

rm [options..] [file | directory]

#### OPTIONS:

|  |  |
| --- | --- |
| -f | Remove all files in a directory without prompting the user. |
| -i | Interactive. With this option, rm prompts for confirmation before removing any files. |
| -r (or) -R | Recursively remove directories and subdirectories in the argument list. The directory will be emptied of files and removed. The user is normally prompted for removal of any write-protected files which the directory contains. |

**EXAMPLE:**

1. To Remove / Delete a file: rm file1.txt

Here rm command will remove/delete the file file1.txt.

1. To delete a directory tree: rm -ir tmp

This rm command recursively removes the contents of all subdirectories of the tmp directory, prompting you regarding the removal of each file, and then removes the tmp directory itself.

1. To remove multiple files

rm file1.txt file2.txt

rm command removes file1.txt and file2.txt files at the same time.

#### cd

**cd command is used to change the directory.**

Syntax is:

cd [directory | ~ | ./ | ../ | - ]

#### OPTIONS:

|  |  |
| --- | --- |
| -L | Use the physical directory structure. |
| -P | Forces symbolic links. |

**EXAMPLE:**

1. cd sub

This command will take you to the sub-directory called sub from its parent directory.

1. cd **..**

This will change to the parent-directory from the current working directory/sub- directory.

Note: Double dots .. refers to parent directory. Single dot . refers to current directory

1. cd ~

This command will move to the user's home directory which is "/home/username".

#### cp

**cp command copy files from one location to another**

If the destination is an existing file, then the file is overwritten; if the destination is an existing directory, the file is copied into the directory (the directory is not overwritten).

#### SYNTAX:

The Syntax is

cp [OPTIONS]... SOURCE DEST

cp [OPTIONS]... SOURCE... DIRECTORY

cp [OPTIONS]... --target-directory=DIRECTORY SOURCE...

#### OPTIONS:

|  |  |
| --- | --- |
| -a | same as -dpR. |
| -v | verbose |
| -b | like --backup but does not accept an argument. |
| -f | if an existing destination file cannot be opened, remove it and try again. |
| -p | same as –preserve mode, ownership, timestamps. |

**EXAMPLE:**
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1. Copy a file:

cp file1 file2

The above cp command copies the content of file1.php to file2.php.

1. To backup the copied file: cp -b file1.php file2.php

Backup of file1.php will be created with '~' symbol as file2.php~.

1. Copy folder and subfolders: cp -R srcdir destdir

cp -R command is used for recursive copy of all files and directories in source directory

1. cp -Rv dev bak

#### ls

**ls command lists the files and directories in current working directory**

#### SYNTAX:

The Syntax is

ls [OPTIONS]... [FILE]

#### OPTIONS:

|  |  |
| --- | --- |
| -l | Lists all the files, directories and their mode, Number of links, owner of the file, file size, Modified date and time and filename. |
| -t | Lists in order of last modification time. |
| -a | Lists all entries including hidden files. |
| -d | Lists directory files instead of contents. |
| -p | Puts slash at the end of each directories. |
| -u | List in order of last access time. |
| -i | Display inode information. |
| -ltr | List files order by date. |
| -lSr | List files order by file size. |

**EXAMPLE:**

1. Display root directory contents: ls /

lists the contents of root directory.

1. Display hidden files and directories: ls -a

lists all entries including hidden files and directories.

1. Display inode information: ls -i

7373073 book.gif

7373074 clock.gif

The above command displays filename with inode value.

#### ln

**ln command is used to create link to a file (or) directory**.

It helps to provide soft link (shortcut) for desired files.

Inode will be different for source and destination.

#### SYNTAX:

The Syntax is

ln [options] existingfile(or directory)name newfile(or directory)name

#### OPTIONS:

|  |  |
| --- | --- |
| -f | Link files without questioning the user, even if the mode of target forbids writing. This is the default if the standard input is not a terminal. |
| -n | Does not overwrite existing files. |
| -s | Used to create soft links. |

**EXAMPLE:**

1. ln -s file1.txt file2.txt

Creates a symbolic link to 'file1.txt' with the name of 'file2.txt'. Here inode for 'file1.txt' and 'file2.txt' will be different.

1. ln -s nimi nimi1

Creates a symbolic link to 'nimi' with the name of 'nimi1'.

#### mkdir

**mkdir command is used to create one or more directories.**

#### SYNTAX:

The Syntax is

mkdir [options] directories

#### OPTIONS:

|  |  |
| --- | --- |
| -m | Set the access mode for the new directories. |
| -p | Create intervening parent directories (path) if they don't exist. |
| -v | Print help message for each directory created. |

**EXAMPLE:**

1. Create directory: mkdir test

The above command is used to create the directory 'test'.

1. Create directory and set permissions:

mkdir -m 666 test

The above command is used to create the directory 'test' and set the read and write permission.

#### rmdir

**rmdir command is used to delete/remove a directory and its subdirectories**.

#### SYNTAX:

The Syntax is

rmdir [options..] Directory

#### OPTIONS:

|  |  |
| --- | --- |
| -p | Allow users to remove the directory dirname and its parent directories that become empty. |

**EXAMPLE:**

1. To delete/remove a directory rmdir tmp

rmdir command will remove/delete the directory tmp if the directory is empty.

1. To delete a directory tree: rm -ir tmp

This command recursively removes the contents of all subdirectories of the tmp directory, prompting you regarding the removal of each file, and then removes the tmp directory itself.

#### mv

**mv command is short for move. It is used to move/rename file**

mv command is different from cp command as it completely removes the file from the source and moves to the directory specified, where cp command just copies the content from one file to another.

#### SYNTAX:

The Syntax is

mv [-f] [-i] oldname newname

#### OPTIONS:

|  |  |
| --- | --- |
| -f | This will not prompt before overwriting (equivalent to --reply=yes). mv -f will move the file(s) without prompting even if it is writing over an existing target. |
| -i | Prompts before overwriting another file. |

**EXAMPLE:**

1. To Rename / Move a file:

mv file1.txt file2.txt

This command renames file1.txt as file2.txt

1. To move a directory mv hscripts tmp

In the above line mv command moves all the files, directories and sub-directories from hscripts folder/directory to tmp directory if the tmp directory already exists. If there is no tmp directory it renames the hscripts directory as tmp directory.

1. To Move multiple files/More files into another directory mv file1.txt tmp/file2.txt newdir

This command moves the files file1.txt from the current directory and file2.txt from the tmp folder/directory to newdir.

#### diff

**diff command is used to find differences between two files.**

#### SYNTAX:

The Syntax is

diff [options..] from-file to-file

#### OPTIONS:

|  |  |
| --- | --- |
| -a | Treat all files as text and compare them line-by-line. |
| -b | Ignore changes in amount of white space. |
| -c | Use the context output format. |
| -e | Make output that is a valid ed script. |
| -H | Use heuristics to speed handling of large files that have numerous scattered small changes. |
| -i | Ignore changes in case; consider upper- and lower-case letters equivalent. |
| -n | Prints in RCS-format, like -f except that each command specifies the number of lines affected. |
| -q | Output RCS-format diffs; like -f except that each command specifies the number of lines affected. |
| -r | When comparing directories, recursively compare any subdirectories found. |
| -s | Report when two files are the same. |
| -w | Ignore white space when comparing lines. |
| -y | Use the side by side output format. |

**EXAMPLE:**

* 1. Compare files ignoring white space: diff -w file1.txt file2.txt

This command will compare the file file1.txt with file2.txt ignoring white/blank space and it will produce output.

* 1. Compare the files side by side, ignoring white space: diff -by file1.txt file2.txt

This command will compare the files ignoring white/blank space, It is easier to differentiate the files.

* 1. Compare the files ignoring case. diff -iy file1.txt file2.txt

This command will compare the files ignoring case(upper-case and lower-case).

**wc**

**Short for word count, wc displays a count of lines, words, and characters in a file.**

Syntax

*wc* [*-c | -m* | *-C*][*-l*] [*-w*][ *file ..*.]

|  |  |
| --- | --- |
| -c | Count bytes. |
| -m | Count characters. |
| -C | Same as -m. |
| -l | Count lines. |

Examples

wc myfile.txt - Displays information about the file myfile.txt.

**comm**

**Select or reject lines common to two files.**

Syntax

comm [-1] [-2] [-3] file1 file2

|  |  |
| --- | --- |
| -1 | Suppress the output column of lines unique to file1. |
| -2 | Suppress the output column of lines unique to file2. |
| -3 | Suppress the output column of lines duplicated in file1 and file2. |
| file1 | Name of the first file to compare.  Examples comm myfile1.txt myfile2.txt The above example would compare the two files myfile1.txt and myfile2.txt. |

Examples

#### comm myfile1.txt myfile2.txt

The above example would compare the two files myfile1.txt and myfile2.txt.

**II. SECURITY BY FILE PERMISSIONS**

This section will cover the following commands:

* [chmod](http://linuxcommand.org/man_pages/chmod1.html) - modify file access rights
* [su](http://linuxcommand.org/man_pages/su1.html) - temporarily become the superuser
* [chown](http://linuxcommand.org/man_pages/chown1.html) - change file ownership
* [chgrp](http://linuxcommand.org/man_pages/chgrp1.html) - change a file's group ownership

File permissions

Linux uses the same permissions scheme as UNIX. Each file and directory on your system is assigned access rights for the owner of the file, the members of a group of related users, and everybody else. Rights can be assigned to read a file, to write a file, and to execute a file (i.e., run the file as a program).

To see the permission settings for a file, we can use the ls command as follows:

$ ls -l filename

Let's try another example. We will look at thebash program which is located in the /bin

directory:

$ ls -l /bin/bash

-rwxr-xr-x 1 root root 1183448 Feb 1 2023 /bin/bash

Here we can see:

* The file "/bin/bash" is owned by user "root"
* The superuser has the right to read, write, and execute this file
* The file is owned by the group "root"
* Members of the group "root" can also read and execute this file
* Everybody else can read and execute this file

#### File Permission

|  |  |
| --- | --- |
| # | File Permission |
| 0 | none |
| 1 | execute only |
| 2 | write only |
| 3 | write and execute |
| 4 | read only |
| 5 | read and execute |
| 6 | read and write |
| 7 | set all permissions |

**OPTIONS:**

|  |  |
| --- | --- |
| -c | Displays names of only those files whose permissions are being changed |

In the diagram below, we see how the first portion of the listing is interpreted. It consists of a character indicating the file type, followed by three sets of three characters that convey the reading, writing and execution permission for the owner, group, and everybody else.

![](data:image/png;base64,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)

**chmod**

The chmod command is used to change the permissions of a file or directory. To use it, you specify the desired permission settings and the file or files that you wish to modify. There are more ways to specify the permissions.

It is easy to think of the permission settings as a series of bits (which is how the computer thinks about them). Here's how it works:

rwx rwx rwx = 111 111 111

rw- rw- rw- = 110 110 110

rwx --- --- = 111 000 000

and so on...

rwx = 111 in binary = 7 rw- = 110 in binary = 6 r-x = 101 in binary = 5 r-- = 100 in binary = 4

Now, if you represent each of the three sets of permissions (owner, group, and other) as a single digit, you have a pretty convenient way of expressing the possible permissions settings. For example, if we wanted to set some\_file to have read and write permission for the owner, but wanted to keep the file private from others, we would:

$ chmod 600 some\_file

Here is a table of numbers that covers all the common settings. The ones beginning with "7" are used with programs (since they enable execution) and the rest are for other kinds of files.

|  |  |
| --- | --- |
| *Value* | *Meaning* |
| *777* | *(rwxrwxrwx)* No restrictions on permissions. Anybody may do anything. Generally not a desirable setting. |
| *755* | *(rwxr-xr-x)* The file's owner may read, write, and execute the file. All others may read and execute the file. This setting is common for programs that are used by all users. |
| *700* | *(rwx------)* The file's owner may read, write, and execute the file. Nobody else has any rights. This setting is useful for programs that only the owner may use and must be kept private from others. |
| *666* | *(rw-rw-rw-)* All users may read and write the file. |
| *644* | *(rw-r--r--)* The owner may read and write a file, while all others may only read the file. A common setting for data files that everybody may read, but only the owner may change. |
| *600* | *(rw-------)* The owner may read and write a file. All others have no rights. A common setting for data files that the owner wants to keep private. |

**Directory permissions**

The chmod command can also be used to control the access permissions for directories. In most ways, the permissions scheme for directories works the same way as they do with files. However, the execution permission is used in a different way. It provides control for access to file listing and other things. Here are some useful settings for directories:

|  |  |
| --- | --- |
| *Value* | *Meaning* |
| *777* | *(rwxrwxrwx)* No restrictions on permissions. Anybody may list files, create new files in the directory and delete files in the directory. Generally not a good setting. |
| *755* | *(rwxr-xr-x)* The directory owner has full access. All others may list the directory, but cannot create files nor delete them. This setting is common for directories that you wish to share with other users. |
| *700* | *(rwx------)* The directory owner has full access. Nobody else has any rights. This setting is useful for directories that only the owner may use and must be kept private from others. |

|  |  |
| --- | --- |
| -c | Change the permission for each file. |

#### su

#### Becoming the superuser for a short while

It is often useful to become the superuser to perform important system administration tasks, but as you have been warned (and not just by me!), you should not stay logged on as the superuser. In most distributions, there is a program that can give you temporary access to the superuser's privileges. This program is called su(short for substitute user) and can be used in those cases when you need to be the superuser for a small number of tasks. To become the superuser, simply type the su command. You will be prompted for the superuser's password:

$ su Password: [root@Linuxbox me]#

After executing the sucommand, you have a new shell session as the superuser. To exit the superuser session, type exit and you will return to your previous session.

**sudo**

In some distributions, most notably Ubuntu, an alternate method is used. Rather than using su, these systems employ the sudo command instead. With sudo, one or more users are granted superuser privileges on an as needed basis. To execute a command as the superuser, the desired command is simply preceeded with thesudo command. After the command is entered, the user is prompted for the user's password rather than the superuser's:

$ sudo some\_command Password:

**III. PROCESS UTILITIES**

#### ps

**ps command is used to report the process status. ps is the short name for Process Status.**

#### SYNTAX:

The Syntax is ps [options]

#### OPTIONS:

|  |  |
| --- | --- |
| -a | List information about all processes most frequently requested: all those except process group leaders and processes not associated with a terminal.. |
| -A or e | List information for all processes. |
| -d | List information about all processes except session leaders. |
| -e | List information about every process now running. |
| -f | Generates a full listing. |
| -j | Print session ID and process group ID. |
| -l | Generate a long listing. |

**EXAMPLE:**

1. ps

#### Output:

PID TTY TIME CMD

2540 pts/1 00:00:00 bash

2621 pts/1 00:00:00 ps

In the above example, typing ps alone would list the current running processes.

#### kill

**kill command is used to kill the process.**

#### SYNTAX:

The Syntax is

kill [-s] [-l] %pid

#### OPTIONS:

|  |  |
| --- | --- |
| -s | Specify the signal to send. The signal may be given as a signal name or number. |
| -l | Write all values of signal supported by the implementation, if no operand is given. |
| -pid | Process id or job id. |
| -9 | Force to kill a process. |

**EXAMPLE:**

**Step by Step process:**

* + Open a process music player. xmms

press ctrl+z to stop the process.

* + To know group id or job id of the background task. jobs -l
  + It will list the background jobs with its job id as,
  + xmms 3956

kmail 3467

* + To kill a job or process. kill 3956

kill command kills or terminates the background process xmms.

**at**

**Schedules a command to be ran at a particular time**

Syntax

|  |  |
| --- | --- |
| at | executes commands at a specified time. |
| atq | lists the user's pending jobs, unless the user is the superuser; in that case, everybody's jobs are listed. The format of the output lines (one for each job) is: Job number, date, hour, job class. |
| atrm | deletes jobs, identified by their job number. |
| batch | executes commands when system load levels permit; in other words, when the load average drops below 1.5, or the value specified in the invocation of atrun. |

*at [-c | -k | -s] [-f filename] [-q queuename] [-m] -t time [date] [-l] [-r]*

|  |  |
| --- | --- |
| -c | C shell. csh(1) is used to execute the at-job. |
| -k | Korn shell. ksh(1) is used to execute the at-job. |
| -s | Bourne shell. sh(1) is used to execute the at-job. |
| -f filename | Specifies the file that contains the command to run. |
| -m | Sends mail once the command has been run. |
| -t time | Specifies at what time you want the command to be ran. Format hh:mm. am / pm indication can also follow the time otherwise a 24-hour clock is used. A timezone name of GMT, UCT or ZULU (case insensitive) can follow to specify that the time is in Coordinated Universal Time. Other timezones can be specified using the TZ environment variable. The below quick times can also be entered:  midnight - Indicates the time 12:00 am (00:00). noon - Indicates the time 12:00 pm.  now - Indicates the current day and time. Invoking at - now will submit submit an at-job for potentially immediate execution. |
| date | Specifies the date you wish it to be ran on. Format month, date, year. The following quick days can also be entered:  today - Indicates the current day.  tomorrow - Indicates the day following the current day. |

|  |  |
| --- | --- |
| -l | Lists the commands that have been set to run. |
| -r | Cancels the command that you have set in the past. |

Examples

**at -m 01:35 < atjob**

Run the commands listed in the 'atjob' file at 1:35AM, in addition to all output that is generated from job mail to the user running the task.

#### III. FILTERS

**more**

**more command is used to display text in the terminal screen.**

#### SYNTAX:

The Syntax is

more [options] filename

#### OPTIONS:

|  |  |
| --- | --- |
| -c | Clear screen before displaying. |
| -e | Exit immediately after writing the last line of the last file in the argument list. |
| -n | Specify how many lines are printed in the screen for a given file. |
| +n | Starts up the file from the given number. |

**EXAMPLE:**

* 1. more -c index.php

Clears the screen before printing the file .

* 1. more -3 index.php

Prints first three lines of the given file. Press **Enter** to display the file line by line.

#### head

**head command is used to display the first ten lines of a file, and also specifies how many lines to display**.

#### SYNTAX:

The Syntax is

head [options] filename

#### OPTIONS:

|  |  |
| --- | --- |
| -n | To specify how many lines you want to display. |
| -n number | The number option-argument must be a decimal integer whose sign affects the location in the file, measured in lines. |
| -c number | The number option-argument must be a decimal integer whose sign affects the location in the file, measured in bytes. |

**EXAMPLE:**

1. head index.php

This command prints the first 10 lines of 'index.php'.

1. head -5 index.php

The head command displays the first 5 lines of 'index.php'.

1. head -c 5 index.php

The above command displays the first 5 characters of 'index.php'.

#### tail

**tail command is used to display the last or bottom part of the file. By default it displays last 10 lines of a file.**

#### SYNTAX:

The Syntax is

tail [options] filename

#### OPTIONS:

|  |  |
| --- | --- |
| -l | To specify the units of lines. |
| -b | To specify the units of blocks. |
| -n | To specify how many lines you want to display. |
| -c number | The number option-argument must be a decimal integer whose sign affects the location in the file, measured in bytes. |
| -n number | The number option-argument must be a decimal integer whose sign affects the location in the file, measured in lines. |

**EXAMPLE:**

1. tail index.php

It displays the last 10 lines of 'index.php'.

1. tail -2 index.php

It displays the last 2 lines of 'index.php'.

1. tail -n 5 index.php

It displays the last 5 lines of 'index.php'.

1. tail -c 5 index.php

It displays the last 5 characters of 'index.php'.

#### cut

**cut command is used to cut out selected fields of each line of a file. The cut command uses delimiters to determine where to split fields.**

#### SYNTAX:

The Syntax is cut [options]

#### OPTIONS:

|  |  |
| --- | --- |
| -c | Specifies character positions. |
| -b | Specifies byte positions. |
| -d flags | Specifies the delimiters and fields. |

**EXAMPLE:**

1. cut -c1-3 text.txt

#### Output:

Thi

Cut the first three letters from the above line.

1. cut -d, -f1,2 text.txt

#### Output:

This is, an example program

The above command is used to split the fields using delimiter and cut the first two fields.

#### paste

paste command is used to paste the content from one file to another file. It is also used to set column format for each line.

#### SYNTAX:

The Syntax is paste [options]

#### OPTIONS:

|  |  |
| --- | --- |
| -s | Paste one file at a time instead of in parallel. |
| -d | Reuse characters from LIST instead of TABs |

#### EXAMPLE:

* 1. paste test.txt>test1.txt

Paste the content from 'test.txt' file to 'test1.txt' file.

* 1. ls | paste - - - -

List all files and directories in four columns for each line.

#### sort

**sort command is used to sort the lines in a text file.**

#### SYNTAX:

The Syntax is

sort [options] filename

#### OPTIONS:

|  |  |
| --- | --- |
| -r | Sorts in reverse order. |
| -u | If line is duplicated display only once. |
| -o filename | Sends sorted output to a file. |

**EXAMPLE:**

1. sort test.txt

Sorts the 'test.txt'file and prints result in the screen.

1. sort -r test.txt

Sorts the 'test.txt' file in reverse order and prints result in the screen.

## **uniq**

**Report or filter out repeated lines in a file.**

### Syntax

***uniq [-c | -d | -u ] [ -f fields ] [ -s char ] [-n] [+m] [input\_file [ output\_file ] ]***

|  |  |
| --- | --- |
| -c | Precede each output line with a count of the number of times the line occurred in the input. |
| -d | Suppress the writing of lines that are not repeated in the input. |
| -u | Suppress the writing of lines that are repeated in the input. |
| -f fields | Ignore the first fields fields on each input line when doing comparisons, where fields is a positive decimal integer. A field is the maximal string matched by the basic regular expression:  [[:blank:]]\*[^[:blank:]]\*  If fields specifies more fields than appear on an input line, a null string will be used for comparison. |
| -s char | Ignore the first chars characters when doing comparisons, where chars is a positive decimal integer. If specified in conjunction with the -f option, the |

|  |  |
| --- | --- |
|  | first chars characters after the first fields fields will be ignored. If chars specifies more characters than remain on an input line, a null string will be used for comparison. |
| -n | Equivalent to -f fields with fields set to n. |
| +m | Equivalent to -s chars with chars set to m. |
| input\_file | A path name of the input file. If input\_file is not specified, or if the input\_file is -, the standard input will be used. |
| output\_file | A path name of the output file. If output\_file is not specified, the standard output will be used. The results are unspecified if the file named by output\_file is the file named by input\_file. |

Examples

**uniq myfile1.txt > myfile2.txt** - Removes duplicate lines in the first file1.txt and outputs the results to the second file.

**IV. General Commands**

#### date

**date command prints the date and time.**

#### SYNTAX:

The Syntax is

date [options] [+format] [date]

#### OPTIONS:

|  |  |
| --- | --- |
| -a | Slowly adjust the time by sss.fff seconds (fff represents fractions of a second). This adjustment can be positive or negative.Only system admin/ super user can adjust the time. |
| -  s date- string | Sets the time and date to the value specfied in the datestring. The datestr may contain the month names, timezones, 'am', 'pm', etc. |
| -u | Display (or set) the date in Greenwich Mean Time (GMT-universal time). |

**Format:**

|  |  |
| --- | --- |
| %a | Abbreviated weekday(Tue). |
| %A | Full weekday(Tuesday). |
| %b | Abbreviated month name(Jan). |
| %B | Full month name(January). |
| %c | Country-specific date and time format.. |
| %D | Date in the format %m/%d/%y. |
| %j | Julian day of year (001-366). |
| %n | Insert a new line. |
| %p | String to indicate a.m. or p.m. |
| %T | Time in the format %H:%M:%S. |
| %t | Tab space. |
| %V | Week number in year (01-52); start week on Monday. |

**EXAMPLE:**

1. date command date

The above command will print

1. To use tab space:

date +"Date is %D %t Time is %T"

The above command will remove space and print as To know the week number of the year, date -V

1. To set the date,

date -s "1/28/2023 11:37:23"

#### echo

**echo command prints the given input string to standard output.**

#### SYNTAX:

The Syntax is

echo [options..] [string]

#### OPTIONS:

|  |  |
| --- | --- |
| -n | do not output the trailing newline |
| -e | enable interpretation of the backslash-escaped characters listed below |

|  |  |
| --- | --- |
| -E | disable interpretation of those sequences in STRINGs |

Without -E, the following sequences are recognized and interpolated:

|  |  |
| --- | --- |
| \NNN | the character whose ASCII code is NNN (octal) |
| \a | alert (BEL) |
| \\ | backslash |
| \b | backspace |
| \c | suppress trailing newline |
| \f | form feed |
| \n | new line |
| \r | carriage return |
| \t | horizontal tab |
| \v | vertical tab |

#### EXAMPLE:

1. echo command

echo "CS 4440 OS"

The above command will print as CS 4440 OS.

1. To use backspace:

echo -e "CS \4440 \OS"

The above command will remove space and print as CS4440OS.

1. To use tab space in echo command echo -e "CS\t4440\tOS"

The above command will print as CS 4440 OS

#### passwd

passwd command is used to change your password.

#### SYNTAX:

The Syntax is passwd [options]

#### OPTIONS:

|  |  |
| --- | --- |
| -a | Show password attributes for all entries. |
| -l | Locks password entry for name. |
| -d | Deletes password for name. The login name will not be prompted for password. |
| -f | Force the user to change password at the next login by expiring the password for name. |

#### EXAMPLE:

1. passwd

Entering just passwd would allow you to change the password. After entering passwd you will receive the following three prompts:

Current Password:

New Password:

Confirm New Password:

Each of these prompts must be entered correctly for the password to be successfully changed.

#### pwd

**pwd - Print Working Directory. pwd command prints the full filename of the current working directory**.

#### SYNTAX:

The Syntax is pwd [options]

#### OPTIONS:

|  |  |
| --- | --- |
| -P | The pathname printed will not contain symbolic links. |
| -L | The pathname printed may contain symbolic links. |

**EXAMPLE:**

1. Displays the current working directory. pwd

If you are working in home directory then, pwd command displays the current working directory as /home.

#### cal

**cal command is used to display the calendar**.

#### SYNTAX:

The Syntax is

cal [options] [month] [year]

#### OPTIONS:

|  |  |
| --- | --- |
| -1 | Displays single month as output. |
| -3 | Displays prev/current/next month output. |
| -s | Displays sunday as the first day of the week. |
| -m | Displays Monday as the first day of the week. |
| -j | Displays Julian dates (days one-based, numbered from January 1). |
| -y | Displays a calendar for the current year. |

#### EXAMPLE:

* 1. cal

cal command displays the current month calendar.

2. cal -3 5 2023